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Abstract 
The paper presents a web-based tool designed to automatically pose and correct problems about 
finite state machines, concretely deterministic and non-deterministic finite automata. The tool is 
integrated into a more general e-learning environment, the ACME framework, a web-based problem-
solving environment developed at the University of Girona. The tool only requires a web browser and 
is being used in our university with very promising results. 
 
Keywords  
e-learning, ACME, automata, finite state machines. 
 
1. INTRODUCTION 
 
While widely acknowledged as one of the basic and more important subjects taught in any Computer 
Science curriculum, Theoretical Computer Science has such a highly theoretical and conceptual 
nature that students often have difficulties in its assimilation. In this paper, we present a web-based 
tool designed to automatically pose and correct problems about the part of Theoretical Computer 
Science concerning finite state machines (FSM), concretely deterministic and non-deterministic finite 
automata. This FSM tool is integrated into a more general e-learning environment, the ACME 
framework, a web-based problem-solving environment developed at the University of Girona with the 
aim of reinforcing teaching and learning processes in technical/engineering degrees. ACME can 
assign personalized exercises to the students and allows them to try possible solutions, providing on-
line feedback about their correctness. Additionally, ACME can also collect statistics, useful for the 
teacher in order to monitor the students' learning process. The finite state machines module presented 
in this paper has three parts, the first part allows the teacher to enter and edit problems and their 
corresponding correct solutions. The second part allows the students to design deterministic and not 
deterministic finite automata through a user-friendly graphical interface. Finally, the third part of the 
module assesses the correction of the proposed solutions and gives advice, when needed.  

The structure of the article is the following: Section 2 presents some previous work about existing 
platforms, environments and utilities for Theoretical Computer Science e-learning, section 2 introduces 
ACME, the e-learning framework developed at the University of Girona. Section 3 gives a description 
of the new e-learning FSM tool and section 4 describes the experiences collected in the initial period 
of use of the tool. Finally section 5 presents the conclusions and examines the possible future work. 
 
 
2. PREVIOUS WORK 
 
There exist a considerable amount of systems and software packages aimed to the support of the 
teaching of Theoretical Computer Science, specially subjects as finite state machines, regular 
expressions and formal grammars. AMORE [4] is a program for the computation of finite automata, 
syntactic monoids of regular languages, and regular expressions. JFLAP [5, 10] is a Java tool for 
designing, and simulating several variations of finite automata, pushdown automata, and Turing 
machines. Grail [9] is a C++ toolkit for finite-state machines and regular expressions. Turing's World 
[1] allows one to experiment with many different forms of Turing machines in a graphical format. 
Automata [14] is a Mathematica based package that manipulates finite state machines and their 
syntactic semigroups. A number of operations on one-dimensional cellular automata are also 
available.  “Deus Ex Machina” [15] allows the users to experiment with Turing machines, finite 
automata, push-down automata and other types of automata. FoLa [16] is an interactive Computer 
Algebra software for teaching and helping students in the study of the foundations of Computer 
Science. FoLa is distributed as a single Maple package. Besides supporting most of the basic 
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operations on automata, grammars, regular expressions and languages, FoLa also supports two- and 
three-dimensional plotting and animations, which can be used for simulating the work of theoretical 
models such as finite state automata, parsing trees or the more complicated models such as two- and 
three-dimensional tape Turing machines. Finally, perhaps the most ambitious in scope, the Exorciser 
system [17] is an application framework that supports the implementation and distribution of interactive 
self-grading exercises on quiet a big number of subjects related to Theoretical Computer Science, 
within a visual framework that offers a consistent interface. 
 
3. THE ACME E-LEARNING PLATFORM 
 
ACME is an e-learning platform to improve both teaching and learning at the technical/engineering 
degree programs. It has been under active development in the University of Girona since 1998. The 
platform was conceived to integrate new types of problems with minimal modifications [6]. Figure 1 
illustrates the main modules of the ACME platform. Below we describe them and their functions: 
 

 
Fig. 1. Main modules of the ACME e-learning platform 

 
• There is a repository to maintain all the problems teachers enter into the system (see (1) and 

(2) of Figure 1), allowing them to share sets of material.  

• The teacher selects a set of problems related to each topic from the repository. The system 
uses these exercises and the workbook generation module to automatically generate a 
personalized workbook for each student. The workbook is composed of exercises grouped 
into topics, which can be added at any time (see (3), (4) and (5)).  

• Students have to solve the problems, using the corresponding interface, and send the 
solutions to the system before a fixed deadline. Students access the workbook (see (6) and 
(7)) and send solutions to the problems (see (8)).  

• The correction module has a specific component for each type of problem supported by the 
platform. Amongst them are mathematical, computer programming and database problems. 
For all these cases, this module provides an environment for on-line correction, giving 
immediate feedback and, in case of errors, advice about how to correct them. All the student 
solutions are stored in the system database (see (8), (9) and (10)).  

• If students have difficulties, solving any of the problems, the help module provides a set of 
problems with the information required to obtain the correct solution (see (11) and (12)). 

• All kinds of statistics can be obtained from the information recorded in the database system. 
For instance, the number of solutions sent, the number of problems solved, etc. (see (13) and 
(14)). 
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• From the database the continuous assessment module collects quantitative data about 
student work such as the number of errors and types of errors, the time taken to complete the 
problem, etc. Student progress through the personal exercise books provides the basis for the 
continuous assessment of skills and gives valuable information about the difficulties 
experienced. This information can be used to guide the students through the most difficult 
topics (see (15) and (16)).  

• A virtual communication channel is established between the teacher of a group and all the 
students in the group. This channel can be used by the teacher as a virtual tutoring system 
(see (17), (18) and (19)). 

The ACME environment supports different types of users: students, teachers and administrators. 
Interface windows are designed specifically for each user type and each subject. 

Until the present day a number of tools have been developed for the ACME platform corresponding to 
as different subjects as introductory programming, basic maths, relational algebra, entity-relationship 
modelling, database normalization and SQL [2, 6, 7, 8, 11, 12, 13].  The tool presented in this article is 
the first attempt to incorporate a subject related to Theoretical Computer Science. 
 
 
4. THE FINITE STATE MACHINES TOOL   
 
In this section we present the proposed finite state machines tool. First, we introduce the main design 
decisions. Then, we describe the tool from a technical perspective, with information about the main 
modules in it. 
 
4.1   Design decisions 
 
Our aim is to develop an environment that provides relational algebra learning and teaching support 
for both students and teachers. The main requirements and decisions we take into account for the 
design of this web environment are: 

• Easy access. A first requirement of the tool is that it has to be easily accessible for teachers 
and students. No special installation is required, only a web browser.  

• Finite state machines training environment. The system has to provide different types of finite 
state machines exercises and a graphical environment to facilitate students’ work as well as 
the introduction of new exercises by the teacher.  

• Online correction. When students enter solutions to exercises, the system has to provide 
immediate correction as well as information about errors. Students have to have the chance to 
enter new solutions.  

• Record of student work. The system has to record all student work, i.e. all attempts entered for 
a query until the correct one is obtained.  

• Continuous assessment. The system has to provide teachers with the necessary information 
and tools to carry out continuous assessment.  

• Enhance the communication between the student and the teacher. The system has to provide 
a communication channel that enhances student-teacher contact, whether students ask about 
doubts or teachers give hints about how to solve queries.  

Some of the desired features, such as easy access, record of student work, continuous assessment 
and the student-teacher communication channel, are provided by the ACME environment. Therefore, 
to reach our objective we only need to develop the modules that meet the requirements related with 
finite state machines. These modules are the problem generation strategy, the finite machines student 
and teacher interface and the correction module. They are all described in the next sections. 
 

4.2   Problem definition  
 
Differently from other tools in the ACME platform, problem definition protocol in the FSM tool is quite 
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straightforward. Each problem is defined in a little text file structured in several parts separated by 
different tags. We can see an example in figure 2. In the text file we can find, first of all, a number 
codifying the type of exercise within ACME’s problem base. Next to it appears the formulation of the 
exercise. Optionally, the path to one or more figures can be included in order to complete the problem 
formulation or facilitate its comprehension by the students. Finally, the text file includes information to 
be used by the correction module in the correction of the problem. This information includes the kind 
of automata to be built (deterministic or not deterministic), the characters that can be accepted as 
symbols of the input alphabet, the number of states the automaton has to have in order to be minimal 
(optionally) and two lists of strings: a list of strings that must be accepted by the automaton and a list 
of strings that must be rejected. 

 
 

Fig. 2.  Example of text file defining an exercise in the finite state machines tool 
for the ACME platform. 

 
4.3   Students interface 
 
Students enter the ACME environment by using their password. Once in the system a list of subjects 
appears, amongst them finite state machines. Students select it to access the list of finite state 
machine exercises assigned to their workbooks and, by selecting one of them, visualize all the 
information required to solve it. 

In figure 3 we can see a capture of part of the window containing the graphical interface used by the 
students to respond to the exercises drawing the appropriate finite automata. The interface appears 
after the exercise is selected from the list of exercises available to each student (not every exercise is 
available to all the students, in general. The ACME platform allows the teacher to restrict one student 
the access to a class of exercises until she has solved all of the exercises of a simpler class, for 
example). The wording of the exercise is found in the upper part of the screen and the remaining 
space is occupied by the drawing area, at the top, and the drawing controls, at the bottom. The 
interface is quite simple. Students can create, delete and drag-and-drop states and transitions. States 
can be named and marked as initials or not initials and finals or not finals. It is also a zoom tool in case 
the automaton grows bigger than the drawing area. 
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Once the student is satisfied with her proposed solution, she clicks a button and her solution is sent to 
correction. All the information related to the correction process is shown in a new window. In case of 
errors, students have the chance to send a new solution. These steps can be repeated as many times 
as necessary until a correct solution is entered. 

 
 

Fig. 3  Screenshot of the graphical interface of the FSM tool for the ACME framework 
 
 
4.4   Correction module 
 
The process of correction of the answers given by the students to the exercises is quite simple and 
basically involves ensuring the following conditions to be fulfilled: 

• The input alphabet is correct. 

• The type of automaton (deterministic or not deterministic) is correct. 

• The number of states of the automaton is correct (in the case the exercise asked for a minimal 
automaton).  

• The automaton accepts all the strings specified as valid in the text file containing the 
description of the exercise and rejects the strings all the strings specified as no valid. 

The correction module checks these points sequentially, emitting warnings in the form of text 
messages whenever it detects any error. Examples of such messages are: “Automaton is not 
deterministic”, “Automaton has too many states” and “Automaton should accept/reject string w”. 

The correction module also tracks the activity of the students, maintaining a record of, amongst many 
other data, what exercises each student has attempted to solve, how many tries has she needed to 
solve it correctly, what kind of exercises have the students more troubles solving them or what kind of 
errors are the most frequents. This tracking permits the elaboration of statistics (see figure 4) and the 
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personalized tutoring of the students. 

 
Fig. 4 A web page of statistics about the difficulty of several exercises on finite state 
machines provided by the ACME platform. Several links to other components of the 
platform can be found to the left. 

 
 
5. EXPERIMENTAL RESULTS 
 
The proposed FSM tool has been integrated in the ACME environment. It has been evaluated in an 
introductory Computer Theory course at the University of Girona. During sessions students solve 
exercises by using the tool. At the end of these sessions they are given a feedback questionnaire. 
According to this survey, students consider the main advantage of the system to be the immediate 
feedback provided about the solution proposed to a given exercise. They feel themselves motivated to 
solve the problems. The possibility of correcting a problem in real time encourages them to work until 
a correct solution is found. They also consider hat error messages offer valuable information towards 
the solution to the problem. 

Teachers' impressions were very positive. The tool improves upon a classical teaching methodology 
since it provides a system for the continuous assessment of the student's progress, retrieving statistics 
on different aspects of the problems, for instance the number of attempts required to solve a problem, 
the main errors, the main difficulties detected, etc. We can track student work and send messages to 
them through the communication channel, enhancing the student-teacher relationship at the same 
time. 
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6. CONCLUSIONS AND FUTURE WORK 
 
We have presented the FSM tool for the ACME framework. With this tool, the ACME platform adds to 
its capabilities the ability to support learning and teaching of finite state machines theory and practice. 
The platform presents several distinctive traits: 

• It supports both the learning and the teaching process. The collection of data about the 
interactions of the students with the tool makes possible to provide students with a 
personalized learning experience.  

• The system has a graphical interface that eases the problem solving process as well as the 
interaction with the platform. 

• The framework provides the student with immediate feedback about her mistakes, difficulties 
and abilities. 

• No other software than a web browser is necessary to use the tool.   

The tool has been in use during the past semester in an introductory course on Theoretical Computer 
Science with very promising results. 

We are very conscious of the limitations of the tool in its current state, the main one being the small 
number of problem types it considers (in fact, only problems whose answer can be given as a finite 
automaton). Our immediate plans include the expansion of the FSM tool in order to add the capability 
to pose and correct problems about other diverse subjects as pushdown automata, Turing machines, 
formal grammars, and regular expressions. 
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